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Fig.: screenshot from our demo 
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Effects (after feedback from submission 0) 
 

1. Atmosphere: the earth is surrounded by an atmosphere [ATM] 

2. Displacement mapping: mountains on the earth are shown as 3d objects [DM{1,2,3,4}] 

3. Bloom: the bright light causes a blurred region around the sun [WRIGHT] 

4. Lens flare: the sun causes a lens flare effect on the screen [LF] 

 

Controls 
 

Select object: e (earth), s (sun), m (moon) 

Restart animation: a 

camera up and down: up/down arrow keys 

zoom: keypad + and - 

pause: space key 

 

Configuration 
 

see file RandomSpaceScene.ini 

[MAIN] 

Fullscreen=TRUE # render into full screen window? 

Width=1024 # in window mode: width in pixel 

Height=768 # in window mode: height in pixel 

GLDebug=TRUE # show OpenGL debug info in console (Decreases FPS!) 

SensivityZoom=0.1 # tweak sensitivity of zoom command 

SensivityUpDown=0.01 # tweak sensitivity of up and down command 

WaitForVSync=TRUE # wait for VSync of monitor to refresh (Avoids tearing. Decreases FPS!) 
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Effects: Where to find them 
 

 

Fig.: Basic lightning and texturing 

 

 

Fig.: Lens flare 

 

 

Fig.: Bloom 
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Fig.: Atmosphere 

 

 

 

Fig.: Displacement Mapping 
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Effects: Implementation 
 

Lens flare 

This is a screenspace effect. For the bloom effect, we have a framebuffer-object (FBO) in which 

only the sun is rendered. This FBO is also used as a lookup for the lens flare effect: the position of 

the sun on the screen is calculated and the FBO is then sampled at this position to check if the sun is 

visible or if some other object is in front of the sun (e.g. the earth). 

If the sun is visible, the lens flare effect is enabled: using the direction from the sun to the screen 

center, we blend multiple lens flare textures (see figure below for an example of such a texture) into 

the final scene. 

 

Fig.: one of the textures for lens flare 

 

Bloom 

This effect occurs around bright light sources. In our scene, this effect is used for the sun. The sun is 

rendered into a FBO. This FBO is then convoluted with a Gauss kernel and rendered into the next 

FBO. This can be regarded as a pipeline where each output of one stage is the input for the next 

stage. Finally, all FBOs are blended into the final scene. 

To speed-up the convolution, we separate it into x and y direction. Additionally the FBOs are 

getting smaller and smaller when moving along the pipeline. Stage 2 and stage 7 are shown below. 

The reason for the distorted look of stage 7 is the already discussed separation into x and y direction 

of the convolution, such that in each second stage we get this distorted look. 

 

 

Fig.: Stage 2, width is 512px Fig.: Stage 7, width is 64px 
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Atmosphere 

The basic idea of this atmosphere algorithm is to calculate the width of the atmosphere at each 

pixel. To do this, the depth value (z-value) of the front side and the back side of the atmosphere and 

the front side of the earth are rendered into different textures of a FBO. This can be done by 

rendering a sphere (see figure, blue object) with different settings for back-side-culling and different  

sizes (the atmosphere is a factor of 1.1 bigger than the earth). 

Then, the width of the atmosphere is simply the difference between the distance to the front side 

and the distance to the back side (to keep things easy, we use the depth value before 

homogenization of the coordinates). The back side of the atmosphere is either the atmosphere or the 

earth, depending on which one is closer to the camera. 

Finally, we render the atmosphere by rendering a sphere around the earth and blend the atmosphere 

colour (which depends on the atmosphere width as explained above) into the scene. 

To also take the shadow of the earth into account, we render a shadow object too. Therefore, a 

cylinder is rendered (see figure, red object). We then calculate the width of the atmosphere at each 

pixel by taking the width of the lit atmosphere and subtracting the width of the shadowed 

atmosphere. The width of the shadowed atmosphere is simply the width of the shadow object 

clipped by the atmosphere and earth depth values. 

 

 

Fig.: Sketch of the shadow object (red) and the atmosphere object (blue) 
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Fig.: atmosphere on dark (violet) side and on bright side of the earth (yellow) 

 

Technically, all depth values are stored in FBOs. The depth values are taken before applying the 

homogenization, therefore there is no need to linearise the depth-values as shown in the original 

paper. 

It is important to use FBOs with high resolution textures attached, e.g. the usual 256 colour textures 

just don't work. We therefore use 32bit float textures which work fine for the fine-grained depth-

value arithmetic. 

 

 

Displacement Mapping using Tessellation 

Displacement Mapping in its original Form [DM1] uses a texture to change the geometry of any 

object. In our case we want to change the geometry of our earth to reflect changes in the height of 

the surface. To archive this a common simplification is to use the surface normal as a direction for 

displacement. This gives us the equation: p’ = p + d(p)n, where p is any point on the surface, d(p) is 

the value of the displacement map at this point and n is the surface normal. For our purposes a unit 

sphere was used as base shape. Therefore, the normal are the points itself and we can therefore 

rewrite the equation into: p’ = p * (1 + d(p)). In our code we added a scaling variable α to archive 

visually pleasing results. The final equation is: p’ = p * (1 + α *d(p)). 

The problem with applying just this equation in the vertex shader is that a lot of vertices are 

required to reduce the impact of artefacts like aliasing. In many cases those vertices do not exist and 

nowadays tessellation is used to create those vertices on the fly. Tessellation is split into three parts, 

namely the Tessellation Control Shader, Tessellator and the Tessellation Evaluation Shader. The 

Tessellation Control Shader controls the amount of subdivision of a face. [DM2] 

The impact of the subdivision can be seen in the following figure: 

  

Inner/Outer Division 1 Inner/Outer Division 4 

Fig.: Subdivisions. For this screenshot atmosphere was moved a bit away from earth to better see 

tessellation. 

As can be seen in the figure above the subdivisions help create more vertices and therefore create a 

more fluid model than with less subdivisions. However, more vertices have to be processed with 
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higher subdivisions and it therefore costs computing power to create higher subdivisions. We used 

two uniform variables to control the inner subdivisions and the outer subdivisions. Then the 

Tessellator creates new vertices, which are then poured into the evaluation shader. The Tessellation 

Evaluation Shader gets barycentric coordinates to determine on which vertex we are in a given face. 

Then the displacement is calculated and applied to the newly generated vertex. This new vertex is 

then passed on to the fragment shader, which does the same calculations as without displacement 

mapping, like lightning calculations and texture mapping. For the syntax of creation and applying of 

tessellation [DM3] was used. 
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